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Abstract 

In this paper, we discuss an interesting technique to improve student intrinsic motivation through 
service-based learning projects. The User Interface Design course focuses on the theory and 
practice of designing and developing interactive systems and reinforcing Computer Science 
student software engineering skills. We enlist community partners with interesting visions for 
interactive systems. In this work, we will focus on the problem of improving user experience in 
phonetic transcription. The case discussed is a complex multivariate problem in the field of 
Communications Disorders of using the International Phonetic Alphabet (IPA) as a transcription 
language to support students learning the IPA language. The common practice is for students to 
transcribe in hand-written form followed by manual evaluation of this work by instructors as a 
tedious phoneme-by-phoneme process, which may take several weeks to provide detailed feedback 
for a large number of words. The research question was, "How do we provide more timely and 
consistent feedback on their transcription accuracy?". Our focus was to develop an engaging, easy 
to use platform that can support interactive online learning and reduce complexity of evaluation 
and feedback for transcript tasks. 
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Introduction  

The User Interface Design (UID) course focuses on the theory and practice of designing and 
developing interactive systems and reinforcing student’s software engineering skills through 
service-learning. This course is taken as an upper-level undergraduate course or graduate course. 
We begin the course with the theory of UID and after reviewing promising practices and 
techniques to improve user interface design, the students are presented with case studies as 
design and development challenges. These problems provide a rich learning experience that is 
applied, practical and engaging.  The case that we will focus on for this paper is creating an 
online phonetics educational training tool, the Automated Phonetic Transcription grading tool 
(APTgt). A key feature of the application is a modified Edit Distance algorithm implemented to 
calculate the difference between the phonetic transcriptions of the student’s answer and the 
professor’s answer. These phonemic strings are recorded after the student listens to an online 
audio recording provided through our web application and transcribes the speech using a 
dedicated phonetic keyboard developed for this application (i.e., a variant of the IPA keyboard). 
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The proposed algorithms are the core of the APTgt platform, which is an online learning 
application created as an interactive and engaging examination tool for students in the 
Department of Communication Disorder at Auburn. The instructors generate online exams for 
students, which mainly consist of recorded words that the students transcribe which are 
subsequently scored using the algorithms to provided exam results immediately for the students. 
The goal is to improve learning outcomes in phonetic transcription using automated software 
tools to save man-power and reduce errors. The core of this platform is the scoring mechanism: 
the modified edit distance algorithm. Algorithms are designed to calculate the edit distance of 
two phonetic representations of a phonetic word (standard key provided by the instructor and the 
students’ answer) and demonstrate the transformation path. The platform provides a total 
accuracy of approximately above 90% and also speeds up the grading process several orders of 
magnitude by reducing response time from several weeks to immediate response (i.e., compared 
to manual traditional manual grading).  

This advanced technology application supports student learning through reinforcement and 
educator’s creativity through this time-saving application. The trending usage of the Internet 
drives a shift in the way people learn and will have a profound impact on the evolution of 
computer usage. This in return gives birth to the need for new learning technologies [1-3]. 
Students are excited about new technologies, especially the Internet, and most of our student 
population are digital natives [3-6] who are accustomed to powerful technology right in the palm 
of their hands. It is no longer admissible to train students with only traditional learning 
approaches. Over the past few years, there has been a growing emphasis on the course content, 
but not much focus has been placed on this specific task-oriented system. Our focus was to 
develop an engaging, easy to use platform that reduces effort for instructors and supports 
interactive learning for linguistics education. The APTgt webservice platform with the edit 
distance component diagram is seen in Figure 1. 

Background 

E-Learning [7, 8] is one of the most significant new instructional approaches available; it drives 
progress in both the teaching and learning process in a wide range of schools around the world 
today. E-Learning is delivered and supported using a variety of electronic media. These 
technologies allow us to deliver individualized and comprehensive learning content that 
facilitates learning, anytime, and anywhere. It does not replace the traditional classroom 
approach but creates an augmented learning environment. This approach rather promotes 
combined usage of teaching techniques to maximize the student's participation in the learning 
process. Accessing the learning materials allows students to go beyond the limits on time and 
place imposed by the traditional classroom. 

Case-based web learning versus face-to-face learning: a mixed-method study on university 
nursing students  

Case-based learning (CBL) is an effective educational method for enhancing students’ learning 
and reasoning skills and is an alternative method to the traditional classroom approach. Sek-Ying 
Chair [9] and coauthors utilized a sequential mixed-methods study using both quantitative and 
qualitative research to conduct an exploration of CBL experience for nursing students in Hong 
Kong. The researchers compared traditional and Web-based approaches and concluded that 
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although their qualitative data support that CBL enhanced self-learning ability and critical 
thinking skills of participants, they found no difference between two methods in self-learning 
ability and clinical reasoning ability. The participants reported that CBL helped them apply 
learned knowledge to clinical situations and they appreciated the flexibility of a web-based 
approach. The authors concluded that a rigorous structural design, real-time synchronized e-
discussions, and cultural sensitivity to students’ learning behavior are all crucial components of a 
successful Web-based CBL approach in the context of their nursing education.  

The development of The Automated Phonetic Transcription Grading Tool (APTgt), served as a 
mechanism for providing case-based learning in the communication disorders courses.  
Theoretical instruction is applied through case-studies in the advanced speech disorders courses.  
The case studies serve as a means of cultivating the ability for students to think critically to 
formulate clinical diagnostic decisions.  One skill students in these courses learn is the ability to 
code spoken words (phonetic transcription) using the International Phonetic Alphabet (IPA) 
system.  Phonetic transcription involves capturing the sounds of speech in written form to create 
a transcript that represents how words were produced by an individual speaker [15].  This written 
phonetic transcript is important for continued assessment and clinical diagnostics.  Mastery of 
this skill for students requires regular practice and performance feedback.  One factor that 
impedes the provision of applied practice opportunities is the widely agreed upon problem of 
grading phonetic transcription assignments by hand [13].  Addressing this problem presented a 
unique pedagogical opportunity for enhancing student learning with the use of an online learning 
platform that could automate the grading process in order to provide students with timely 
feedback that supported deep learning of applied clinical concepts [11].  The design of such an 
application created an applied learning opportunity for students in a user interface design course 
by engaging students in a case-based learning approach to solve a real client presented need that 
allowed for instruction in the iterative process of web application design. 

Operationalizing and automating the phonetic transcription grading process in the APTgt 
learning system was implemented through the use of edit distance calculation by phonetic rules 
and word-length normalization. Edit distance is an accepted method for string-to-string 
comparisons when comparing differences between characters in words.  The work of Bae et al. 
[10] proposed the well-known algorithm for string-to-string comparison in the context of the 
Korean language.  This Edit Distance method applied a consonant normalization factor for 
syllable-structured word similarity. Their method was designed to improve the performance of 
the syllable-based and letter-based metrics for word similarity. They concluded that the 
performance of edit distance was improved with their strategy via the phonetic pronunciation 
rules and word-length normalization. They reported that the phoneme-based metric provided a 
better result compared to the approaches of letter-based, syllable-based and hybrid distance 
methods.  Modifications to the traditional [12] edit distance calculation were applied to the 
APTgt algorithm to account for the complexities of spoken language and the phonetic 
representation. 
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Methods 

UID Course Learning Model 

The User Interface Design course, taken by software engineering upper-level undergraduate and 
graduate course, incorporates a component of the class that supports service learning.  
Addressing this problem within this course introduced the opportunity to provide a rich learning 
experience for the User Interface Design student that was practical and engaging. The course 
teams began this effort by gathering requirements from the subject matter experts in the field of 
communication disorders. Then based on these requirements, user scenarios were crafted for the 
Student User, Teacher User and Admin User of the system.  The scenarios were captured 
utilizing UML (Unified Modeling Language) that is utilized to capture a pictorial view of the 
system and cataloging roles, actors, actions and classes within a system. Once the system 
scenario is captured, software requirements created, software language identified and 
environment identified the software development team will begin iteratively developing software 
to instantiate this software system. We also will need to pilot test the software, and at the end of 
the first cycle of development, the team will need to test the software and have users to validate 
that the system works as anticipated. At the end of the first cycle of development the 
development team, design team, and the content experts reach an agreement that the planned 
scenario meets the specified requirements for the user [11]. 

Learning Outcomes for Engineering Course 

Learning Outcomes for the Computer Science and Software engineering students. We deliver 
instruction for our students to understand the theory of user interface design. We have students 
engage in software development projects to have a practical exercise and fully elaborated case 
study. This learning episode begins with requirements, design, development, testing, and a 
project presentation of findings from preliminary user evaluations pertaining to the analysis of 
user satisfaction and system effectiveness. We have found that this gives students a great 
understanding of the user interface design process. With respect to teamwork, it also gives them 
a great experience in teamwork as they have to collaborate with a team of 4-8 individuals based 
on the size of the project and also give them more practice in programming skills that are 
indispensable for computer science students. Writing opportunities yield work products that 
provide students to refine writing skills and to produce scholarship, which they can reference 
when preparing for job interviews. Writing practice is particularly important for students 
pursuing the completion of a thesis or dissertation.  The additional practice supports the writing 
of technical reports, a skill needed for transition to the industry. We have found that many upper-
level engineering students do not have as much writing content to provide (i.e., as compared to 
freshman English and English composition classes). Research experiences give students a brief 
introduction to the entire process of research (i.e., problem, method, analysis, presentation of 
solution) and students have the opportunity to review scholarly articles or conference style 
papers that will inform their future writing practice [11]. 

System Requirements 

Based on the specification given by communications disorders design partners (Drs. Bailey and 
Speights Atkins), the following requirements were gathered for the development of an algorithm 
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for scoring the accuracy of phonetic transcriptions done by students within our learning 
management system: 

1. Use the instructor-provided transcription (string1) as the model.  
2. Strings consist of vowels, consonants, and diacritics. Diacritics always appear in combination with a vowel 

or a consonant, appearing as a one-character unit. Automatically include the diacritic as null if it is 
unspecified.  

3. Find the optimal alignment of strings that minimizes the number of transformations (substitutions, 
deletions, and insertions) required to transform the model (string1) into the student’s transcription (string2). 
In general, characters that are identical in both strings align with each other, except when that violates these 
conditions:  

a. Not allowed to change the order of characters in either string.  
b. Vowels may only align with vowels, and consonants may only align with consonants.   
c. Prioritize aligning vowels with each other if the number or order of consonants and vowels in the 

strings differs.  
4. Perfect correspondence between the strings indicates a score of 0. Each transformation of a consonant (see 

list of consonants) or a vowel (see list of vowels) counts as a penalty of 1. If the diacritic changes, score .5. 
If the consonant or vowel and the diacritic changes score 1.5. 

The Problem 

Assume you have to listen to an audio of a word (sound). You have to write down the phonetic 
representation of that word you heard of using a specialized phonetic coding system (IPA). Then 
someone else has to tell the difference between your answer and the real phonetic representation 
of that word (sound).   

If it is about the difference between two words, then that is the classic edit distance. By 
definition, edit distance is a way of quantifying how dissimilar two strings (e.g., words) are to 
one another by counting the minimum spelling correction of operations required to transform one 
string into the other. One of the simplest sets of operations one can perform was defined by 
Levenshtein in 1966:   

• Insert a character  
• Delete a character  
• Replace a character  

For example, given the words A = “cat” and B = “cars”, edit distance will be 2 since the 
minimum number of transformations needed to perform is to replace “t” in A by “r” and then 
delete the “s” from B. After that, both words will be car. One can also delete “s” in B first, then 
replace “r” in B as “t”. That procedure will end up with both words as cat. And we can do other 
operations as well. All the distance in these cases will be the same, 2.   

Existing Solution 

So how can we solve the problem? Let’s start to solve a smaller and simpler problem. Assume 
that we have the previous two words (cat and cars), this time we treat the two words as a 
sequence of characters in the general form:  

A = [A0, A1, … Am]  
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B = [B0, B1, …, Bn] 

Notice that initially, the lengths of A and B (m and n respectively) can be different.  

We know that in the end, m and n will be the same since we want to transform one word into 
another. And on the other hand, one character at a given position must be the same. Now, 
imagine if we are dealing only with the first character of A and B, what choices do we have? We 
have 3 operations to perform, that means we have three choices:   

1. We can insert a character into A to match the character in B[0], which has a cost of 1. After this operation, 
we still need to take care of the first character of A. However, we will go to the next character in B, since 
we already know A[0] is the same as B[0] now. The left job is to compute the edit distance for A[0…m] 
and B[1…n]. The final result will be the cost of insertion (1 in this example) plus the edit distance of 
A[0…m] and B[1…n].  

2. We can delete a character in A to match B[0]. The cost is also 1. After this step, we have processed the first 
character in A, but we still have all the initial characters in B. Thus, we need to compute the edit distance of 
A[1…m] and B[0…n]. Again, the final result will be this value + 1 (the cost of deleting [0]).  

3. The last choice we have is to replace the first character in A by the first character in B. The cost of this 
operation will be 1 if the two characters are different and 0 if they are the same. At this point, we only need 
to calculate the edit distance A[1…m] and B[1…n]. The final result will be 1 + the remaining edit distance 
of processing [1…m] and B[1…n].  
 

Let’s summarize what we have so far:   

ed(A, B) = 	min-
ed(A[1…n], 	B[1…m] + replace	(a)
ed(A[1. . n], 	B[0. .m] + delete	(b)
ed(A[0…n], 	B[1. . m]) + insert	(c)

 

The first (a) is the case when we replace A[0] as B[0]. (b) is corresponding to the deletion of A[0] and (c) is 
when we insert a character into A.   

The base cases are:  

editDistance(A, “”) = length(A)  

editDistance(“”, B) = length(B)  

The recursive implementation of the above solution is in Algorithm 1. 

Algorithm 1: Recursive version of edit distance  

m: length of string A  

n: length of string B  

a. If the last character of the two strings is the same, do nothing. Ignore the last characters and get the 
distance for remaining substrings. So we recur for lengths of m -1 and n -1  

b. Else, we consider all operations on string A. We have three options here and we obtain the 
minimum distance of them:  

c. Insert: Recur for m and n - 1  
d. Delete: Recur for m - 1 and n  
e. Replace, Recur for m - 1 and n - 1  
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However, the time complexity of the above implementation is O(3n), where n is the maximum 
length of the two words. The problem here is could we do better than that? Of course, we can. 
However, the above implementation is letter-based implementation, which is not suitable for 
phonetic representations of words because a single phonetic representation may be represented 
by one, two, or even three letters. Then we run the edit distance algorithm to comparatively 
process two lists of strings. Hence comes the proposed solution.  

Proposed Solution: String Preprocessing 

As mentioned above, the character-based solution is not suitable in our case, since one has to 
take the diacritics, diphthongs, and double consonants as a single unit instead of several 
characters. Therefore, the recipe is to group these thought groups together, counting as one single 
unit. The original version of this implementation was provided by our client, which was 
developed in Visual Basic (VB). It generated the correct results for the phonetic transcription but 
was a very complicated and long process with poor user-experience. The previous process was a 
tedious task of gathering hand-written data from students, and then our teachers manually 
entered all the students’ answers into a Microsoft Excel sheet and exported the results out to the 
VB system to obtain the edit distances and grades for each student’s assignment.     

We also endeavored to improve the evaluation process and after thoughtful consideration, the 
system treats all the diacritics, diphthongs, and double consonants logically by dividing the 
initial input from the student into an array of characters, then combine the corresponding units 
into one position. As a result, instead of calculating the edit distances of two string 
representations of the words, we compute the edit distance of thought-group position-based edit 
distance. For instance, if we have the phonetic representation fɪŋgɚne͡ɪl, the result from the 
preprocessing will be [f, ɪ, ŋ, ɡ, ɚ, n, e͡ɪ, l]. In this way, e͡ɪ will be in one single unit, as it should 
be. The time complexity for the preprocessing is O(n). The preprocessing is done by applying the 
preprocessing algorithm and, on the other hand, achieved by restricting the users to use only the 
keyboard provided by our implementation, for the reason that we only allow users to type 
legitimate input string. Otherwise, it is very complicated to do the tokenization step, since there 
are millions of possibilities of input strings. 

Algorithm 2: String preprocessing  

m: length of input string  

result = empty list   

The algorithm goes for 0…m:  

1. If this character is belonging to a diacritic, a double vowel or consonant, based on the information in 
Table 1: find the whole group of characters, and add them as a group into the result list   

2. Else (not in any of diacritics, double vowels, or double consonants): add this single character to the 
result list 

Dynamic Programming Implementation of Edit Distance 
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Once we obtain the list of strings from the preprocessing step, we can run the dynamic 
programming version edit distance, as the time complexity of recursive edit distance is O(3n). 
This algorithm is shown in Algorithm 3. 

Algorithm 3: Dynamic programming implementation of edit distance  

 M[][] is the matrix to store the edit distance  

For the list of strings S1 = [S1,0, S1,1, … S1,m]  

For the list of strings S2 = [S2,0, S2,1, … S2,n]  

M[i][j] = case 0: M[i-1][j-1] + 0 if S1[i-1] == S2[j-1]  

               case 1: M[i-1][j-1] + replaceCost if replace  

               case 2: M[i-1][j] + deleteCost if delete  

               case 3: M[i][j-1] + insertCost if insert  

return M[S1.length][S2.length] as the final edit distance  

Costs are calculated based on the requirements, shown in the requirements section. 

Results and Analysis 

Let’s look at one specific example here to illustrate the algorithms. Say the student’s answer for 
a word is prɛd͡ʒ, while the key is bɹɪd͡ʒ. The first step is to get the list of strings for both of them. 
Thus, [p, r, ɛ, d͡ʒ] and [b, ɹ, ɪ, d͡ʒ] for the above two words, respectively. Then the dynamic 
programming version of edit distance is run to get the difference (distance) for them. The matrix 
representation of the execution process is shown in Table 1. As we can tell from the matrix, the 
final distance is listed in the last cell. So, the distance is 3.0. For comparison, we list the test 
cases for the algorithm with and without the preprocessing procedure. As we can tell clearly 
from Tables 2 and 3, the preprocessing procedure will affect the words that have diacritics, 
double vowels, and/or double consonants. Without appropriate preprocessing, the edit distance 
will be inaccurate for most of the cases involving the above-mentioned scenarios. 

Table 1. The matrix representation of the distance of prɛd͡ʒ and bɹɪd͡ʒ. The bolded values make up the final 
transformation path. 

 

 

 

 

 

 

 

 

 . b ɹ ɪ d͡ʒ 
. 0.0 1.0 2.0 3.0 4.0 
p 1.0 1.0 2.0 3.0 4.0 
r 2.0 2.0 2.0 3.0 4.0 
ɛ 3.0 3.0 3.0 3.0 4.0 

d͡ʒ 4.0 4.0 4.0 4.0 3.0 
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Table 2. Test cases for edit distance results without preprocessing procedure. For the path, we use ‘s’ to 
denote replace, ‘i’ to indicate insert, ‘|’ to mean same consonant, and ‘*’ to denote the same vowel.  

Case # key Answer Path Distance  

case1 dʌk  dæt  |ss 2.0 

case7 ke͡ɪd͡ʒ  ke͡ɪd͡ʒ  |***|*| 0.0 

case8 ge͡ɪt  ge͡ɪt  |***| 0.0 

case9 kɪŋ  kɪŋ  |*| 0.0 

case10 fɪs  ge͡ɪt  %is*s 4.0 

case11 fænd  fænt  |*|s 1.0 

case12 d͡ʒaɹ  d͡ʒɔr  |*|ss 2.0 

case13 t͡ ʃiz  t͡ ʃiz  |*|*| 0.0 

case14 wat͡ ʃ  wat͡ ʃ  |*|*| 0.0 

case15 kla͡un  kla͡un  ||***| 0.0 

case16 glʌv  gləv  ||s| 1.0 

case19 bɹɪd͡ʒ  prɛd͡ʒ  sss|*| 3.0 

case21 bæskɪtbɔl  bæskɛtba  |*||s||ds 3.0 

case22 pɛɹəʃut  pe͡ɪrəʃut  |iiss*|*| 4.0 

 

Table 3. Test cases for edit distance results with preprocessing procedure. For the path, we use ‘s’ to denote 
replace, ‘i’ to indicate insert, ‘|’ to mean same consonant, and ‘*’ to denote the same vowel. 

Case # key Answer Path Distance 

case1 dʌk  dæt  |ss 2.0 

case7 ke͡ɪd͡ʒ  ke͡ɪd͡ʒ  |** 0.0 

case8 ge͡ɪt  ge͡ɪt  |*| 0.0 

case9 kɪŋ  kɪŋ  |*| 0.0 

case10 fɪs  ge͡ɪt  sss 3.0 

case11 fænd  fænt  |*|s 1.0 

case12 d͡ʒaɹ  d͡ʒɔr  *ss 2.0 

case13 t͡ ʃiz  t͡ ʃiz  **| 0.0 

case14 wat͡ ʃ  wat͡ ʃ  |** 0.0 
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case15 kla͡un  kla͡un  ||*| 0.0 

case16 glʌv  gləv  ||s| 1.0 

case19 bɹɪd͡ʒ  prɛd͡ʒ  sss* 3.0 

case21 bæskɪtbɔl  bæskɛtba  |*||s||ds 3.0 

case22 pɛɹəʃut  pe͡ɪrəʃut  |ss*|*| 2.0 

Conclusions 

During the UID course, students were instructed in the theory and practice of designing and 
developing interactive systems, which reinforces student’s software engineering skills through 
programming and development practice and illustrates service-learning. These case-based 
service-learning problems provide a rich experience and this work focuses on the APTgt system 
requirements, design, development and preliminary evaluation. The research question that we 
addressed was, "How do we provide more timely and consistent feedback for students on their 
linguistics transcriptions with feedback on their transcription goodness and accuracy?". Our 
focus was to develop an engaging, easy to use platform that reduces effort for instructors and 
support interactive online learning with quick feedback. In this research, we have proposed and 
developed a version of a modified edit distance to calculate the distance between two phonetic 
representations of a word (sound), where the phonetic representations may contain diacritics, 
double consonants, and/or double vowels. With the preprocessing procedure to split the input 
strings for the edit distance algorithm into a list of strings based on the scoring requirements 
provided by the clients, we obtain correct edit distance for the phonetic representations.  During 
this project, we have improved the user experience for two university linguistics professors and 
their students by improving their students’ efficacy and learning of transcription with the support 
of a tool for the Automatic Phonetic Transcription grading tool - APTgt. Our hope is that this 
tool becomes a standard for all linguistics professionals that utilize transcription in their teaching 
and practice. 
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